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Abstract

Deep Learning (DL) libraries (e.g., Pytorch) are popular in the
development of AI applications. These libraries are complex and
contain bugs. Researchers have proposed various bug-finding tech-
niques for such libraries. Yet, there is much room for improvement.
A key challenge in testing DL libraries is the lack of API speci-
fications. Prior testing approaches often inaccurately model the
input specifications of DL APIs, resulting in missed valid inputs
that could reveal bugs or false alarms due to invalid inputs.

To address this challenge, we develop Centaur– the first neu-
rosymbolic technique to test DL library APIs using dynamically
learned input constraints. Centaur leverages the key idea that
formal API constraints can be learned from a small number of auto-
matically generated seed inputs, and that the learned constraints
can be solved using SMT solvers to generate valid and diverse test
inputs to test the API.

We develop a novel grammar that represents first-order logic for-
mulae over API parameters and expresses tensor-related properties
(e.g., shape, tensor data types, etc.) as well as relational properties
between parameters. We use the grammar to guide a Large Lan-
guage Model (LLM) to enumerate syntactically correct candidate
rules, which we then validate using the seed inputs. Further, we de-
velop a custom refinement strategy to prune the set of learned rules
to eliminate spurious or redundant rules. We use the learned con-
straints to systematically generate valid and diverse inputs for the
API by integrating SMT-based solving with randomized sampling.

We evaluate Centaur for testing PyTorch and TensorFlow. Our
results show that Centaur’s constraints have a recall of 94.0% and
a precision of 94.0% on average. In terms of coverage, Centaur
covers 203, 150, and 9,608 more branches than TitanFuzz, ACETest
and Pathfinder, respectively. Using Centaur, we also detect 26
new bugs in PyTorch and TensorFlow, 18 of which are confirmed.
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1 Introduction

AI-enabled applications are prolific today. Deep Learning (DL) li-
braries, such as TensorFlow [1], and Pytorch [32] provide the
learning components to build these applications. DL libraries are
very complex systems and prone to bugs. Finding bugs in DL li-
braries is an important and challenging problem that recent prior
work has tackled [4, 21, 46, 47].

Despite the impressive advances of recent testing techniques,
there still is much room to improve their ability to find deep bugs,
i.e., bugs associated with the core functionality of the APIs. DL
library APIs often do not come with formal input specifications.
Hence, most existing techniques are either oblivious to the input
constraints of the APIs under test (e.g., DeepREL [11] and Free-
Fuzz [46]) or are imprecise in modeling input constraints (e.g.,
DocTer [47] and ACETest [39]). Prior techniques for mining API
input constraints use either API documentation (e.g., DocTer) or
symbolic code analysis (e.g., ACETest and Pathfinder [22]). Min-
ing constraints from either source can be challenging. API docu-
mentation is often incomplete and sometimes specifications can be
scattered across multiple documents. On the other hand, symbolic
techniques (e.g., by analyzing path conditions) can be costly and
imprecise. Due to these challenges, such techniques often mostly re-
veal shallow bugs, i.e., bugs associated with input validity checkers
of the APIs as opposed to bugs related to the deeper functionality of
the API. To reveal deep (semantic) bugs, it is important to accurately
model the input constraints for each API in DL library.
Our Work. We propose Centaur, the first neurosymbolic tech-
nique to test DL APIs using dynamically-learned input constraints.
Centaur takes as input (1) a DL API, (2) a set of valid inputs for
that API and (3) a budget on the number of inputs to generate,
and reports likely bugs as output. The approach works in three
steps. First, Centaur uses a grammar characterizing DL library

https://creativecommons.org/licenses/by/4.0
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torch.add(input, other, *, alpha=1, out=None) → Tensor

Adds other, scaled by alpha, to input.
out[i] = input[i] + alpha × other[i]

Supports broadcasting to a common shape, type promotion, and integer,
float, and complex inputs.
Parameters

• input (Tensor) – the input tensor.
• other (Tensor or Number) – the tensor or number to add to input.
Keyword Arguments

• alpha (Number) – the multiplier for other.
• out (Tensor, optional) – the output tensor.

(a) API documentation (torch.add)

Many PyTorch operations support NumPy’s broadcasting semantics. See
NumPy Broadcasting for details.
General Semantics: Two tensors are broadcastable if:
• Each tensor has at least one dimension.
• When iterating over dimensions from the trailing end, the sizes must either
be equal, one is 1, or one is missing.

>>> x = torch.empty(5, 3, 4, 1)
>>> y = torch.empty( 3, 1, 1)
# x and y are broadcastable.
# 1st trailing dimension: both have size 1
# 2nd trailing dimension: y has size 1
# 3rd trailing dimension: x size == y size
# 4th trailing dimension: y dimension doesn’t exist

(b) Broadcasting semantics (torch.add)

Figure 1: Documentation for PyTorch API and broadcasting semantics.

API constraints related to input parameters. A rule is a candidate
of a constraint for a combination of API parameters, e.g., the last
dimensions of two tensor parameters should match. Second, Cen-
taur learns input constraints for an API by mining valid inputs,
identifying which of the candidate rules obtained in the previous
phase hold. Third, Centaur uses an SMT solver (e.g., Z3 [8]) to
generate models for abstract API inputs and a sampling strategy to
generate concrete values from the abstract inputs.

Centaur needs to overcome several key challenges to be effec-
tive. First, the space of candidate rules is prohibitively large, which
makes simple enumeration and validation of rules impractical. Sec-
ond, it is difficult to obtain a sizeable number of inputs for each
API (e.g., PyTorch has several hundreds of APIs) for learning input
constraints. Ideally we need multiple and diverse valid inputs to
obtain high quality constraints. Third, the constraints learned from
a sample of inputs may not be generalizable to the entire API, and
include spurious or incorrect rules. Fourth, typically SMT solvers
only output one concrete solution for a given set of constraints,
which limits the diversity of inputs and is also time-consuming if
we want to generate multiple inputs.

Centaur addresses these challenges as follows. First, we design
a novel grammar that represents first-order logic formulae and
tensor-related properties (such as shape and data type). Then, we
use a Large Language Model (LLM) to take this grammar specifica-
tion and API documentation as inputs and generate candidate rules.
Our intuition is that LLMs embody DL API-specific domain knowl-
edge and can generate more relevant properties compared with a
simple enumerator like grammarinator [18]. Further, by using a
grammar, we can constrain the LLM outputs to syntactically valid
rules. Second, we use LLMs to generate a small set of valid inputs
for each API for constraint learning, and use custom mutators to
diversify the inputs. Third, we develop a refinement strategy to sys-
tematically eliminate spurious or redundant rules. Finally, we show
how we can use SMT solvers to generate abstract inputs that satisfy
the learned constraints. The abstract inputs represent valid input
sub-spaces that can be efficiently sampled from. We also develop
optimizations to diversify the solver-generated abstract inputs.
Results.We conduct three experiments to evaluate Centaur. First,
we evaluate the constraints that Centaur generates quantitatively
and qualitatively. We find that Centaur generates more accurate
and more precise constraints than prior approaches. Second, we
show that Centaur outperforms ACETest [40], Pathfinder [22],
and TitanFuzz [9] on both branch coverage and validity ratio

(i.e., ratio of generated inputs that satisfy API-specific validity con-
straints) – two established metrics adopted in the literature to
compare DL API-level fuzzers. For example, Centaur achieves a
validity ratio of 98.2% for Pytorch and of 99.24% for TensorFlow;
these numbers are at least 28.2 and at most 77.7 percentage points
higher than the validity ratio of the other comparison baselines.
Third, Centaur finds 26 bugs in Pytorch and TensorFlow. Of
these, 18 bugs have been confirmed by developers, and one has
been fixed at the time of writing this paper.
Contributions.We make the following contributions:
★ Idea.We propose Centaur, the first neurosymbolic API-level

fuzzer for DL libraries that combines grammar-driven LLM-
assisted constraint learning (the neural part) with SMT-based
test input generation (the symbolic part);

★ Evaluation.We comprehensively evaluate Centaur using stan-
dard metrics from the literature and compare Centaur against
SoTA techniques (e.g., ACETest, Pathfinder, and TitanFuzz).
Results indicate the superiority of Centaur and its ability to
reveal deep bugs in DL libraries;

★ Bugs. Using Centaur, we found 26 previously unknown bugs
in Pytorch and TensorFlow, 18 of which have been confirmed
by developers;

★ Tool. Centaur is publicly-available at https://github.com/ncsu-
swat/centaur.

2 Motivating Example

We present a motivating example of how Centaur can be used
to generate valid inputs for PyTorch’s torch.add API. Figure 1a
presents the documentation for PyTorch’s torch.add API. The API
takes two tensors as input–input and other–and adds them. The
other tensor can be multiplied by alpha, if that parameter is pro-
vided. The resulting tensor can be optionally returned as out vari-
able. The two input tensors should satisfy the broadcasting se-
mantics [36], which is described by the documentation that Fig-
ure 1b shows. Intuitively, we say that two tensors are broadcastable
if, starting from the trailing dimension, one of the three condi-
tions is met for all dimensions (see ❶, ❷, and ❸). For example,
tensors with shape (5, 3, 4, 1) and (3, 1, 1) are broadcastable as ex-
plained in comments. Inputs that do not satisfy this property lead
to a runtime error, and notably, this semantics applies to many
APIs (e.g., torch.mul, torch.sub, and torch.div). For example, if
torch.randn(3, 4) and torch.randn(2, 4) are passed to torch.mul, it

https://numpy.org/doc/stable/user/basics.broadcasting.html
https://github.com/ncsu-swat/centaur
https://github.com/ncsu-swat/centaur
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Figure 2: Native code for torch.add API.

Rule 15. (Check that the tensors either have the same shape, or are
broadcastable)
{v_1 : tensor, v_2 : tensor} |= if ndim(v_1) = ndim(v_2) then
∀ i ∈ [0, ndim(v_1)−1] : shape(v_1, i) = shape(v_2, i)
∨ shape(v_1, i) = 1 ∨ shape(v_2, i) = 1

else if ndim(v_1) > ndim(v_2) then ∀ i ∈ [0, ndim(v_2)−1] :
shape(v_1, ndim(v_1)−ndim(v_2)+i) = shape(v_2, i)
∨ shape(v_1, ndim(v_1)−ndim(v_2)+i) = 1 ∨ shape(v_2, i) = 1

else ∀ i ∈ [0, ndim(v_1)−1] :
shape(v_2, ndim(v_2)−ndim(v_1)+i) = shape(v_1, i)
∨ shape(v_2, ndim(v_2)−ndim(v_1)+i) = 1 ∨ shape(v_1, i) = 1

Rule 4. (Input and other tensors should have compatible sizes to avoid
broadcasting errors ..)
{v_1 : tensor, v_2 : tensor} |= if ndim(v_1) < ndim(v_2) then
∀ i ∈ [0, ndim(v_1)−1] :(

shape(v_1, i) = shape(v_2, i + (ndim(v_2) − ndim(v_1) ) )
∨ shape(v_1, i) = 1 ∨ shape(v_2, i + (ndim(v_2) − ndim(v_1) ) ) = 1

)
..

Figure 3: Formal rules Centaur learned for broadcasting semantics.

raises an error “size of tensor a (3) must match the size of tensor b
(2) at non-singleton dimension 0”.

Testing this API is challenging for two reasons. First, the descrip-
tion of properties can be scattered throughout the documentation.
Note that the API documentation briefly mentions broadcasting
semantics; the definition of the actual property appears in a sepa-
rate documentation. More often, the property may not be explicitly
described in any documentation, i.e., properties can be implicit. For
example, torch.nn.ConvTranspose2d has an implicit constraint that
output_padding should be less than stride, which is not described
in documentation. Second, properties are described in natural/in-
formal language and often include multiple parameters of an API.

In prior work, Xie et al. [47] extracted constraints from docu-
mentation of DL APIs. However, they extracted constraints only
from parameter descriptions in API documentation; their approach
cannot extract properties that are scattered in the documentation
or are implicit Also, their constraint extraction is based on syntac-
tic patterns and each constraint only involves a single parameter
at a time. For example, the following shows their constraints for
torch.add API:

input: tensor_t=torch.tensor other: tensor_t=torch.tensor
alpha: dtype=int, ndim=0 out: tensor_t=torch.tensor

Each italicized keyword corresponds to a constraint: tensor_t con-
strains a tensor type, and dtype and ndim constrain the data type
and number of dimensions of tensor. In total, they have five con-
straints for the API. As the example shows, they only capture simple
tensor type constraints that are explicit in parameter descriptions.
Also, their constraints are often imprecise (e.g., wrong ndim con-
straint for the number-typed alpha parameter) as based on syntactic

patterns, and cannot express relational properties over multiple
parameters, like broadcasting semantics.

To address the challenges of using only documentation, recent
work proposed source code-based constraint extraction [22, 39].
However, their constraints are not as precise. ACETest [39] iden-
tifies input validation path by traversing backward from error-
handling function calls. For each identified path, ACETest incre-
mentally builds constraints based on pre-defined rules. However, as
Figure 2 shows, error handling code can often be reached after a long
sequence of function calls. Also, in this example, the build function
has multiple function calls internally, and both the compute_shape

and infer_size_impl functions have a loop. This leads to a potential
path explosion, and ACETest fails at identifying any constraints for
torch.abs API. Pathfinder [22] uses lightweight concolic testing;
it inductively refines path conditions by input executions. How-
ever, for the same explosion reason, Pathfinder fails to construct
precise path conditions for broadcasting semantics.

Centaur addresses these challenges by leveraging the knowl-
edge of LLMs. Due to the popularity of DL libraries, LLM has suf-
ficient knowledge of valid API usages. We leverage it to generate
formal constraints which include those from scattered documen-
tations and implicit properties (§ 3.1). Also, Centaur defines a
novel grammar (§ 3.1.1) that can express relational properties over
an arbitrary number of parameters. Using this novel combination,
Centaur effectively generates a rule for broadcasting semantics
as shown in Rule 15 of Figure 3. As the example shows, the rule
precisely captures all three conditions. It not only checks for the
cases where two tensors have the same number of dimensions (❶
and ❷), but also check for the cases where one tensor has more
number of dimensions (❸). Further, Centaur eliminates redun-
dant LLM-generated rules to improve precision. Rule 4 in Figure 3
shows another generated rule that is essentially the same as Rule
15, but in a different representation. Centaur dynamically checks
redundancy based on validity ratio and filters out such rules [29].

Using refined rules, Centaur automatically converts the grammar-
based definitions to Python code that encodes the rules as SMT
formulae. Centaur uses the Python code to dynamically identify
constraints (pairs of a rule and a subset of API parameters that the
rule applies to) from the rules. Centaur tests whether the gener-
ated rules are satisfied by a set of automatically generated valid
inputs. If so, Centaur saves the pair as a constraint (§ 3.2). Next,
Centaur uses the learned constraints to generate diverse valid
inputs by solving the SMT formulae (§ 3.3.1). With this approach,
Centaur can generate valid inputs efficiently (8.9 milliseconds on
average per input), and achieves near 100% validity ratio with no
runtime errors.
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Figure 4: Centaur’s workflow.

R ::= {𝑣 : 𝜏 } |= 𝑒 𝜏 ::= int | float | bool | dtype | str
| tensor | list(𝜏 ) | tuple(𝜏 ) | 𝜏 ⊎ 𝜏

𝑒 ::= 𝑙 | 𝑣prim | 𝑓 (𝑣tensor [, 𝑒 ] ) | 𝑣tuple [[𝑒] | .len] | 𝑒b | (𝑒 ) | 𝑒 ⊖ 𝑒

| if 𝑒 then 𝑒 [else 𝑒 ]
𝑒b ::= true | false | 𝑒 ⊚ 𝑒 | 𝑒 ∧ 𝑒 | 𝑒 ∨ 𝑒 | ∀𝑣 ∈ [𝑒, 𝑒] : 𝑒 (𝑣)

| ∃𝑣 ∈ [𝑒, 𝑒] : 𝑒 (𝑣)

𝑓 ∈ {ndim, shape, dtype_, min, max},
⊖ ∈ {+, −, ×, /}, ⊚ ∈ {=,≠,>,<, ≥, ≤},
𝑙 ∈ R ∪ Bool ∪ String, 𝑣 ∈ Var = {i, v1, v2, . . .}

(𝑣prim : primitive, 𝑣tuple: tuple/list, 𝑣tensor: tensor variables)
(a) Grammar of API constraints

Γ (𝑣) ∈ {int, float, bool, str, dtype}
Γ ⊢ 𝑣 : Γ (𝑣) [T-PrimAccess]

Γ (𝑣) = 𝜏1 ⊎ 𝜏2, 𝜏1, 𝜏2 ∈ {int, float, bool, str, dtype}
Γ ⊢ 𝑣 : 𝜏1 ⊎ 𝜏2

[T-UnionAccess]

Γ (𝑣) = tuple(𝜏 ) or list(𝜏 ), Γ (𝑒 ) = int

Γ ⊢ 𝑣 [ [𝑒 ] ] : 𝜏 [T-TupleAccess]

Γ (𝑣) = tuple(𝜏 ) or list(𝜏 )
Γ ⊢ 𝑣.len : int

[T-TupleLen]

Γ (𝑣) = tensor, 𝑓 ∈ {ndim, dtype_, min, max}
Γ ⊢ 𝑓 (𝑣) : int [T-FuncCall-0]

Γ (𝑣) = tensor, Γ (𝑒 ) = int, 𝑓 = shape

Γ ⊢ 𝑓 (𝑣, 𝑒 ) : int [T-FuncCall-1]

(b) Typing rules for expressions and constraints

Figure 5: Grammar and typing rules of Centaur.

3 Centaur

Centaur is a neuro-symbolic API-level fuzzer for DL libraries that
takes an API as input and returns a set of potential bug-revealing
inputs for that API. Centaur uses 1) LLMs for grammar-based
constraint learning (the neural part) and 2) SMT solvers for valid
test input generation by solving learned constraints per API (the
symbolic part).

Figure 4 shows the workflow of Centaur. The technique has
three stages: Rule Generation (§ 3.1), Constraint Learning (§ 3.2),
and Fuzzing (§ 3.3). In the Rule Generation phase, Centaur uses
an LLM to generate a set of candidate rules for a given API based
on a novel grammar representing first-order logic formulae over
API input parameters. In the Constraint Learning phase, Centaur
learns likely constraints by testing the candidate rules on a set of
valid API inputs. Each rule represents a first-order logic formula,
whereas a constraint is an instantiation of the formula with (a subset
of) API parameters. In the Fuzzing phase, Centaur executes the
API on inputs obtained by solving the learned constraints using an
SMT solver. Centaur monitors the executions for likely bugs (such
as crashes or inconsistent outputs) and reports them to the user.

Algorithm 1 Grammar-based Rule Generation
Inputs: 𝑎: API, G: grammar, Rex: example rules,

M: mutators to augment inputs,𝑇 : max num. of trials
Output: R𝑎 : ruleset for API 𝑎

1: procedure GenerateRules
2: R𝑎 ← ∅, 𝑐 ← 0, 𝐹 ← 𝜖 {ruleset, failure count, feedback}
3: E𝑎 ← CollectErrors(𝑎,M)
4: while 𝑐 < 𝑇 and not timed out do
5: 𝑟 ← LLM(PROMPT_RULE_GEN, G, 𝐹 , DOC(𝑎), E𝑎, Rex)
6: error← Check(𝑟 )
7: if error ≠ ∅ then
8: 𝐹 ← error ; 𝑐 ← 𝑐 + 1
9: else

10: R𝑎 ← R𝑎 ∪ {𝑟 }
11: return R𝑎

Inputs: 𝑎: API,M: mutators to augment inputs
Output: E: error messages for API 𝑎

1: procedure CollectErrors
2: E ← ∅
3: 𝑉 valid

𝑎 ← LLM(PROMPT_INPUT_GEN, 𝑎, DOC(𝑎) )
4: 𝑉mut

𝑎 ← Mutate(𝑉 valid
𝑎 ,M, 𝑎)

5: 𝑉 rand
𝑎 ← Random_Invalid(𝑎)

6: for 𝑣 ∈ 𝑉mut
𝑎 ∪𝑉 rand

𝑎 do

7: outputs, error← Run(𝑎, 𝑣)
8: if error ≠ ∅ then
9: E ← E ∪ {error}
10: return E

3.1 Rule Generation

In the rule generation phase, Centaur uses the domain knowledge
of LLMs for valid DL library API usages. More precisely, Cen-
taur prompts an LLM with a novel grammar to generate candidate
rules for a given API. The grammar represents first-order logic
formulae that capture constraints over API input parameters. Sec-
tions 3.1.1 and 3.1.2 describe, respectively, the grammar and the
rule-generation algorithm.

3.1.1 Grammar for API Input Constraints. To constrain the re-
sponses of the LLM and extract information more precisely, Cen-
taur provides a grammar of API constraints to the LLM. Figure 5a
shows the grammar that Centaur uses. The grammar can express
first-order logic formulae over multiple input parameters. It is de-
signed to capture relational rules of diverse kinds. A rule R con-
sists of a set of variable bindings {𝑣 : 𝜏} and an expression 𝑒 over
those variables. The variable bindings specify to which parameter
types the rule applies. For example, the following rule specifies
that the second parameter of the API (𝑣2), of integer type, should
be a valid dimension of the first parameter (𝑣1), of tensor type:
{𝑣1 :tensor, 𝑣2 :int} |= (−1 × ndim(𝑣1) ≤ 𝑣2) ∧ (𝑣2 ≤ ndim(𝑣1) − 1)
Note that DL libraries like PyTorch allows negative indexing [38].
The grammar supports primitive types, compound types, and union
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of types (𝜏 ⊎ 𝜏). The union type is necessary to specify constraints
for API inputs that admit multiple data types, e.g., torch.clamp al-
lows both “number or tensor” types for its parameters [37]. The
grammar can express properties for tuple and list types, including
indexed access and length. For simplicity, 𝑣tuple denotes variables
of such types. To support tensor-related properties, the grammar
uses five functions: ndim denoting number of dimensions in tensor,
shape denoting the shape of the tensor (e.g., (3, 1, 1)), dtype_ denot-
ing the library-specific data type (e.g., float32 in Pytorch), min,
and max. Finally, the grammar supports first-order logical operators
(e.g., quantifiers), arithmetic operators, and conditionals.

3.1.2 Algorithm. Algorithm 1 shows how Centaur prompts an
LLM to generate candidate rules for a given API. The algorithm
takes as input an API 𝑎, a grammar G (§ 3.1.1), example rules in
the grammar Rex, a set of mutatorsM, and the number of trials 𝑇
for rule generation. It returns candidate rules for the given API as
output.

The utility function CollectErrors finds a set of runtime errors
that can be observed by running the API on invalid inputs. The
invalid inputs are generated by 1) querying LLM for valid inputs
(𝑉 valid
𝑎 ) (Line 3) and then applying nine kinds of mutations (𝑉mut

𝑎 ).
For example, we convert to empty tensors or some of the values to
zero or other int/float values (Line 4), and 2) generating random
values (𝑉 rand

𝑎 ) (Line 5). The random generation was conducted with
30 seconds per API. In total, we curate a database of 2,642 and 2,822
error messages for 759 PyTorch APIs and 718 TensorFlow APIs,
respectively. In addition, we use few-shot learning [3] to improve
performance of the LLM [30]; we manually define example rules
that span every parameter type and property at least once, and
provide to the LLM as few-shot examples.

The function GenerateRules is responsible for generating rules
for the input API 𝑎. It does so by iteratively querying an LLM with
adjusted prompts until it reaches the maximum number of failures
or it times out. We use 100 as the failure bound and a one-minute
timeout in our evaluation. Centaur provides the grammar, API
documentation, error messages, and example rules to the LLM. Cen-
taur includes all available error messages of the API in a database,
which contains an average of 2.54 error messages per API. For
each iteration, Centaur adjusts the LLM prompt with one of five
types of feedback (Line 6,8): 1) format error (e.g., no rule descrip-
tion), 2) redundant variable bindings, 3) duplicated rule, 4) parsing
error, or 5) success. If successful, the rule is added to the set of can-
didate rules (Line 10). When given a one-minute time budget, the
average number of iterations is 18.4. Notably, Centaur improves
efficiency by asking the LLM to return multiple rules in a single
iteration. This enables the generation of 93.37 rules on average
(max: 213) per API within a minute.
Syntactic Validation. Our grammar uses a parser implemented in
Lark [12]. So, Centaur precisely validates the syntactic correctness
of LLM-generated rules. Also, Centaur checks for type errors
where operators and expected variable types do not match. For
example, a rule can define tensor-specific operation on primitive
type variables. Figure 5b shows the typing rules that Centaur
uses to discard the rules with type errors. We implement the type
checking as an extension of the Lark Transformer [12].

Algorithm 2 Constraint Learning of Centaur

Inputs: R𝑎 : rules for API 𝑎, 𝑉 valid
𝑎 : valid inputs for 𝑎,

𝑇 : num. of trials
Output: I𝑎 : constraints for 𝑎

1: procedure LearnConstraints
2: I𝑎 ← ∅
3: for 𝑟 ∈ R(𝑎) do
4: if TypeCheck(𝑟 ) = ⊥ then

5: continue

6: 𝑘 ← |Vars(𝑟 ) |
7: for 𝑃 ∈ { (𝑝1, . . . , 𝑝𝑘 ) |𝑝𝑖 ∈ Params(𝑎) } do
8: if IsConstraint( (𝑟, 𝑃 ),𝑉 valid

𝑎 ) then
9: I𝑎 ← I𝑎 ∪ { (𝑟, 𝑃 ) } {See Def. 3.1}
10: Ifinal𝑎 ← ∅, 𝑣orig ← 0, 𝐼𝑟𝑎 ← ∅
11: for 𝑡 = 1 to𝑇 do

12: 𝑥 ← Concretize(a, Z3GetModel(I𝑎 ))
13: if IsValid(𝑎, 𝑥 ) then

14: 𝑣orig ← 𝑣orig + 1
15: for (𝑟, 𝑃 ) ∈ I𝑎 do

16: Itest𝑎 ← I𝑎 \ { (𝑟, 𝑃 ) } \ 𝐼𝑟𝑎
17: 𝑣test ← 0
18: for 𝑡 = 1 to𝑇 do

19: 𝑥 ← Concretize(a, Z3GetModel(Itest𝑎 ))
20: if IsValid(𝑎, 𝑥 ) then
21: 𝑣test ← 𝑣test + 1
22: if 𝑣test < 𝑣orig then

23: Ifinal𝑎 ← Ifinal𝑎 ∪ { (𝑟, 𝑃 ) }
24: else

25: 𝐼𝑟𝑎 ← 𝐼𝑟𝑎 ∪ { (𝑟, 𝑃 ) }
26: return Ifinal𝑎

3.2 Constraint Learning

Even if a rule is grammatically correct with no type error, it should
be checked 1) if the rule is an actual constraint; LLM can generate
semantically-incorrect rules, and 2) which API parameters the rule
applies to. We call a rule applied to specific API parameter(s), a
constraint. Algorithm 2 shows how Centaur learns constraints I𝑎
for the input API 𝑎 (LearnConstraints). If all valid values of some
parameter(s) satisfy a rule, it is likely to be a constraint [15]. So, we
implement a translator which automatically converts the grammar-
based rule definition to Python code. The code encodes constraints
as Z3 formulae [8] and checks satisfiability. Then, Centaur checks
the number of parameters (𝑘) in the rule definition. For each ordered
subset of 𝑘 parameters, Centaur runs the satisfiability check by
supplying valid values for the parameters. If the rule is satisfied
with all the values, Centaur adds it as a constraint.

Definition 3.1 (Constraint). Let 𝑎 be an API with parameter set
params(𝑎), and let 𝑟 be a rule with 𝑘 variables. We say that (𝑟, 𝑃)
is an constraint for 𝑎, where 𝑃 = (𝑝1, . . . , 𝑝𝑘 ) is an ordered list of
parameters in params(𝑎), if the rule 𝑟 holds for all valid inputs of
𝑎, when the variables in 𝑟 are assigned to the corresponding values
of 𝑝1, . . . , 𝑝𝑘 : ∀𝑣 ∈ 𝑉 valid

𝑎 . 𝑟 (𝑣 [𝑝1], . . . , 𝑣 [𝑝𝑘 ]).

In the set of learned constraints, there can be redundant ones.
For example, a constraint can imply another, and LLM can generate
semantically-equivalent rules in different representations. Redun-
dant constraints can over-constrain the input space and potentially
limit the effectiveness of fuzzer. However, exhaustively checking
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Algorithm 3 Abstract Input Generation
Inputs: I𝑎 : constraints for API 𝑎, 𝑁 : num. of abstract inputs,

𝑝 : sampling ratio
Output: C𝑎 : corpus of abstract inputs for API 𝑎

1: procedure GenerateAbstractInputs:
2: V ← ∅, C𝑎 ← ∅
3: while not Timeout do
4: 𝑍 ← GLOBAL_CONSTRAINTS
5: for all (𝑟, 𝑃 ) ∈ I𝑎 do

6: add 𝑟 (𝑃 ) to 𝑍
7: 𝑆 ← Sample(Variables(𝑍 ), 𝑝 )
8: for all 𝑣𝑖 : 𝜏𝑖 ∈ 𝑆 do

9: if V[𝑣𝑖 ] ≠ ∅ then
10: 𝑣𝑎𝑙 ← Sample(V[𝑣𝑖 ], 1)
11: 𝑍 ← 𝑍 ∪

{
{𝑣𝑖 : 𝜏𝑖 } |= 𝑣𝑖 ≠ 𝑣𝑎𝑙

}
12: [𝑙,𝑢 ] ← Sample(Buckets(𝜏𝑖 ), 1)
13: 𝑍 ← 𝑍 ∪

{
{𝑣𝑖 : 𝜏𝑖 } |= 𝑙 ≤ 𝑣𝑖 ≤ 𝑢

}
14: if Z3Solver(𝑍 ) = SAT then

15: 𝜇 ← Z3GetModel(𝑍 )
16: 𝑥 ← Concretize(𝑎, 𝜇 )
17: if IsValid(𝑎, 𝑥 ) then
18: for all 𝑣 ∈ Variables(𝜇 ) do
19: V[𝑣 ] ← V[𝑣 ] ∪ {𝜇 [𝑣 ] }
20: C(𝑎) ← C(𝑎) ∪ {𝜇}
21: return C(𝑎)

all redundant rules can be prohibitively expensive (for instance, by
checking for implication among all pairs of constraints). So, we im-
plement a heuristic to iteratively eliminate redundant constraints.

Centaur iteratively refines the set Ifinal𝑎 . Centaur first gener-
ates inputs and computes the validity ratio (𝑣orig) (Line 10–14). As
we explain in Sec. 3.3, the translated Python code not only enables
satisfiability checks but also the generation of satisfiable values.
Then, Centaur removes each constraint, one at a time, while keep-
ing all the others (Itest𝑎 ), and checks the validity ratio without the
constraint (𝑣test) (Line 19). If the ratio decreases, it likely implies
that the constraint is an essential one. So, Centaur keeps it in
the final constraint set (Line 23), otherwise, discards it (Line 25).
Finally, Centaur returns the refined set of constraints (Line 26).
This heuristic-based refinement is fully automated and can be easily
applied to any library and API.

3.3 Fuzzing

After Centaur learns constraints, the fuzzing phase begins. For
efficiency, instead of concrete inputs directly, Centaur generates
abstract inputs using Z3 and saves them in a corpus. In each fuzzing
iteration, Centaur randomly selects an abstract input, generates a
concrete input, and executes the target API with the concrete input.

3.3.1 Abstract Input Generation. Intuitively, an abstract input de-
fines an input sub-space that satisfies all the constraints, fromwhich
multiple concrete inputs can be generated. For example, if an API
has a single constraint {𝑣1 : tensor} |= ndim(𝑣1) = 1, the abstract
input can generate any one-dimensional tensor. Algorithm 3 shows
how Centaur generates a corpus of abstract inputs: C(𝑎) for the
input API 𝑎 (GenerateModels). User can set a timeout and sam-
pling ratio 𝑝 . For our experiments, we use an 1-hour timeout and
sampling ratio of 0.3.

Centaur first creates a constraint set (𝑍 ) and adds initial global
constraints, which are universal across all APIs. Examples include
the maximum numbers of dimensions and their sizes (to suppress
unrealistic tensors) and maximum size of tensors in bytes (to avoid
memory issue). Also, we constrain the data types and string values
to be chosen from predefined sets. Then, Centaur checks each
constraint and adds the corresponding logical constraints. This
process can be easily done due to how our Python code is designed:
it reuses the logical constraints used during constraint learning
phase. Centaur first obtains an abstract input 𝜇 that satisfies the
accumulated constraints by SMT solving. Since an abstract input is
an abstraction, it has a chance to be invalid when concretized; the
concretization involves randomness (§ 3.3.2) or the constraints may
be incomplete. So, Centaur generates a concrete input, and if the
input is valid, adds 𝜇 to the corpus. This process is repeated until
the counter 𝑛 reaches the target number or the process reaches
timeout. The abstract inputs are serialized into JSON format to be
stored in and efficiently loaded from the corpus during fuzzing.

Definition 3.2 (Abstract Input). Let 𝑎 be an API with constraint
set I𝑎 = {(𝑟𝑖 , 𝑃𝑖 )}𝑛𝑖=1, where each 𝑟𝑖 (𝑃𝑖 ) denotes the Z3 for-
mula obtained by applying rule 𝑟𝑖 to an ordered parameter sub-
set 𝑃𝑖 ⊆ params(𝑎). A model 𝜇 is a total assignment to the
symbolic variables referenced in the formulas {𝑟𝑖 (𝑃𝑖 )}, such that:
∀(𝑟𝑖 , 𝑃𝑖 ) ∈ I𝑎 . 𝑟𝑖 (𝑃𝑖 ) (𝜇) .

Figure 6: Example abstract input.

Optimizations. By default, Z3 returns the same solution (i.e., ab-
stract input for Centaur) given the same constraints. To improve
the input diversity, we develop two tactics. (1) Blocking: Centaur
adds blocking constraints to prevent the same value in the subse-
quent abstract inputs. For every abstract input generated, Centaur
records the value of every Z3 variable (V). It samples a subset of
the values (using a sampling ratio 𝑝), and adds constraints that
block the corresponding variables from being assigned the same
values in future iterations (Algorithm 3, Line 11). (2) Bucketing:
Even with the blocking mechanism, Z3 often returns values closer
to the limits specified in the constraint, which limits diversity of
inputs (such as tensors). So, to further improve input diversity, we
implement a bucketing technique in Centaur. For each data type
(integers, floating point, tensors, and booleans), we partition the
input space into buckets [𝑏1, 𝑏2, . . . , 𝑏𝑘 ], and add additional con-
straints 𝜙 : 𝑏𝑖 ≤ 𝑣 ≤ 𝑏𝑖+1 that limit the values of a variable 𝑣 of
that type. This approach allows Centaur to uniformly explore the
input space. Lines 12 and 13 in Algorithm 3 show how Centaur
implements bucketing.

Figure 6 shows an example abstract input for an input tensor.
A tensor is abstracted based on dimension, shape, data type, and
range properties. For the dimension property, a bucket of size four
is selected (simplified). As three values are blocked from previous
abstract inputs (colored in orange), 𝑥𝑛 is chosen for the property.

3.3.2 Concrete Input Generation. Once the corpus of abstract in-
puts are constructed, Centaur begins fuzzing. Centaur randomly
selects an abstract input from the corpus and constructs a concrete
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Table 1: Number of APIs Centaur supports and number of APIs in common

between Centaur and each baseline.

Centaur ∩ ACETest ∩ Pathfinder ∩ TitanFuzz

Pytorch 512 124 192 350
TensorFlow 522 145 157 333

input using the values assigned to symbolic variables in the abstract
input. These variables represent structural and semantic properties
of input parameters and constrain the generation of valid inputs.
For instance, Centaur uses the four tensor properties to construct a
tensor of the specified dimension, shape, and type, while uniformly
sampling its contents from the value range.

This is a repetitive, and notably, the only online phase of Cen-
taur: the rule generation, constraint learning, and abstract input
generation are all offline phaseswhich need to be done only once per
API. This brings efficiency benefits compared to Pathfinder [22]
that computes and solves the path conditions to generate every
input. Also, the inputs generated by Centaur have a validity ratio
of near 100%. Centaur’s separation of stages enables a systematic
and balanced exploration of input space: abstract input genera-
tion expands the breadth, while concrete input generation explores
depth. As a result, Centaur achieves similar or higher coverage
compared to previous approaches in most cases.

4 Experimental Setup

Implementation Details. Our tool Centaur is implemented in
Python 3.12. We use the Z3 SMT Solver [8], particularly the Python
package (z3-solver version 4.14.1) that allows us to construct the
constraints and to generate inputs by solving the constraints. We
use LLMs to generate the candidate rules, a list of valid inputs for
each API to use for validating the constraints and to generate the
signatures of the APIs. We use Google Gemini 2.0 Flash [43] via the
Google Cloud Platform (GCP) as the LLM in our experiments. For
syntactic validation, of the generated rules, we use Lark version
1.2.2. We also use GPT-5, Claude Sonnet 4.5, Gemma 3 27B, and
Qwen3-Coder-30B for further analysis (§ 6).
Baselines. For evaluation, we compare with two state-of-the-art
constraint-based approaches: ACETest [39] and Pathfinder [41].
They both use constraints, but unlike Centaur which is based on
API parameters, their constraints are path conditions for a specific
input. We also include a technique that is not constraint-based, but
uses LLMs to generate inputs: TitanFuzz [9]. We compare with
these tools based on standard metrics such as coverage and validity
ratio. Table 1 presents the number of APIs we can support along
with the number of APIs common with each SoTA.
Experimental Setup. Our experiments target Pytorch and Ten-
sorFlow, the most popular DL libraries. We evaluated Centaur
against three state-of-the-art baselines: ACETest [39], TitanFuzz
[9], and Pathfinder [22]. While Centaur is compatible with the
latest library versions (2.7.1 and 2.19.0), all coverage comparisons
were performed on instrumented versions of Pytorch 2.2.0 and
TensorFlow 2.16.1 to ensure a fair comparison, as porting the
Pathfinder artifact is non-trivial. Table 1 reports the number of
APIs we support and the overlap with each baseline. To ensure
a fair and uniform evaluation, we use llvm-cov [27] to measure
branch coverage for all tools. For ACETest and TitanFuzz, we

used monkey patching [19] to isolate the coverage of only the
target APIs. For validity ratio computation, we only consider an
input valid if it does not raise an exception within the framework,
determined using scripts from each tool’s artifact.

For bug detection, we use oracles that are standard across the
baselines [9, 11, 46]. These are 1) crash oracle: detecting when
an input raises a signal (e.g. segmentation fault, aborted) and 2)
differential oracle: detecting inconsistencies between outputs by
running on different devices (CPU and GPU). Centaur logs any
oracle violation, and after manually reviewing the logs, we submit
bug reports that are determined by the authors to be true positives.
During the review process, we further classify the inconsistencies
into three categories: (i) NaN when only one platform generates
a “Not a Number” value, (ii) overflow when only one platform
encounters an arithmetic overflow, and (iii) inconsistent when there
is numerical inconsistency in the outputs indicating potential bugs
in implementation.

All experiments were conducted on an Ubuntu 22.04 server with
dual AMD EPYC 9684X CPUs and 768GB of RAM. To ensure con-
sistency, we run techniques in Docker containers. We allocate a
180-second time budget per API per tool. We use 30 and 0.3 for the
number of trials and sampling ratio in Algorithms 2–3, respectively.

5 Evaluation

We pose the following research questions (RQs):
RQ1: How effective is the constraint learning of Centaur?

RQ2: How does Centaur compare with the SoTA in terms

of validity rate and coverage?

RQ3: How effective is Centaur in detecting new bugs?

The first question evaluates the quality of constraints Centaur
learns based onmanuallywritten ground truth. The second question
compares Centaur against SoTA fuzzing tools using the standard
metrics in the field. The third question evaluates the ability of
Centaur to reveal deep bugs in DL APIs.

5.1 RQ1: Effectiveness of Constraint Learning

To evaluate the quality of Centaur-learned constraints, we select
15 APIs from PyTorch and TensorFlow each, and manually extract
ground truth constraints. We refer to the API documentation and
error messages (#E) to understand the input constraints for a given
API and build the ground truth. We randomly selected the APIs
under the conditions that 1) at least 25% of random inputs are
invalid (the average validity ratio is 13.9% across all APIs), and that
2) Centaur generates less than 15 constraints. The former is to
ensure that we can compare interesting constraints and the latter is
to balance manual effort. To validate the ground truth correctness,
we write rules in our grammar and use the translator to generate
Python code. This allows us to check if 1) all valid inputs pass the
rules, and 2) the ground truth enables valid input generation. We
confirm that all the constraints pass with valid inputs, and improve
the low validity ratio to 97% at minimum. For the same sets of
APIs, Centaur generates 80 and 88 constraints, respectively. We
conduct manual analysis to evaluate the recall and precision of
these constraints against the ground truth.

Table 2 shows how many of the ground truth constraints Cen-
taur covers (𝐼𝐺 ), and howmany of Centaur-generated constraints
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Table 2: Comparison of constraints against ground truth (#E: num. of error messages,𝑉𝑅
: validity ratio of random generation, 𝐼𝐺 and 𝐼𝑆 : constraints of ground

truth and Centaur,𝑀𝐺
and𝑀𝑆

: avg. model generation time of ground truth and Centaur).

PyTorch TensorFlow

API #E 𝑽𝑹 𝑰𝑮 (Recall %) 𝑴𝑮
(s) 𝑰 𝑺 (Precision %) 𝑴𝑺

(s) API #E 𝑽𝑹 𝑰𝑮 (Recall %) 𝑴𝑮
(s) 𝑰 𝑺 (Precision %) 𝑴𝑺

(s)

abs 5 11.3% 2/2 (100.0%)† 0.22 3/3 (100.0%)† 0.08 experimental.numpy.- 2 0.0% 1/1 (100.0%)† 0.03 4/5 (80.0%) 0.02
argmax 4 32.0% 3/3 (100.0%)† 0.05 6/6 (100.0%)† 0.03 eye 2 0.0% 3/3 (100.0%)† 0.05 8/8 (100.0%)† 0.61

channel_shuffle 4 2.0% 3/3 (100.0%)† 0.08 1/1 (100.0%)† 0.02 image.ssim 3 0.0% 6/6 (100.0%)† 0.10 9/10 (90.0%) 0.22
floor 4 4.1% 1/3 (33.3%) 0.18 1/1 (100.0%)† 0.02 image.transpose 4 46.0% 2/2 (100.0%)† 0.03 4/4 (100.0%)† 0.04
lcm 5 0.0% 2/2 (100.0%)† 0.07 9/9 (100.0%)† 0.04 linalg.inv 3 0.0% 3/3 (100.0%)† 0.02 13/13 (100.0%)† 0.02

linalg.solve_ex 6 0.0% 5/6 (83.3%) 0.64 9/9 (100.0%)† 0.70 math.invert_permut- 2 0.0% 3/3 (100.0%)† 0.18 6/6 (100.0%)† 0.05
narrow 4 0.0% 3/3 (100.0%)† 0.75 11/11 (100.0%)† 0.05 math.sigmoid 2 48.0% 1/1 (100.0%)† 0.02 4/4 (100.0%)† 0.03
nn.ReLU 3 66.0% 1/1 (100.0%)† 0.04 1/1 (100.0%)† 0.04 nn.crelu 3 0.0% 3/3 (100.0%)† 0.03 8/10 (80.0%) 0.02
nn.Softplus 2 23.0% 1/1 (100.0%)† 0.09 4/4 (100.0%)† 0.02 nn.isotonic_regres- 2 2.0% 1/1 (100.0%)† 0.05 3/3 (100.0%)† 0.02

nn.functional.alpha- 3 0.0% 2/2 (100.0%)† 0.03 7/7 (100.0%)† 0.03 signal.fft 5 24.0% 2/2 (100.0%)† 0.02 2/3 (66.7%) 0.02
nn.init.sparse_ 5 2.0% 2/2 (100.0%)† 0.04 3/4 (75.0%) 0.50 linalg.matrix_rank 2 13.0% 1/1 (100.0%)† 0.38 1/1 (100.0%)† 0.38

linalg.householder 5 0.0% 3/4 (75.0%) 0.18 12/12 (100.0%)† 0.09 sparse.eye 2 35.4% 2/2 (100.0%)† 0.01 4/4 (100.0%)† 0.01
nn.init.eye_ 2 17.0% 1/1 (100.0%)† 0.01 4/4 (100.0%)† 0.01 make_tensor_proto 3 6.0% 2/2 (100.0%)† 2.02 5/6 (83.3%) 0.21
view_as_real 2 24.0% 1/1 (100.0%)† 0.01 7/7 (100.0%)† 0.01 unique 2 10.0% 1/1 (100.0%)† 0.06 5/6 (83.3%) 0.01
special.expit 2 42.4% 1/1 (100.0%)† 0.15 1/1 (100.0%)† 0.15 unique_with_counts 2 10.0% 1/1 (100.0%)† 0.16 3/5 (60.0%) 0.14

Total 56 - 31/35 (88.6%) 2.55 79/80 (98.8%) 1.80 Total 39 - 32/32 (100.0%) 3.15 79/88 (89.8%) 1.80
∗ Validity ratio is 97% at minimum for both ground truth and Centaur in all APIs.
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(b) TensorFlow validity ratios

Tool

Valid Inputs Coverage

PyTorch TensorFlow PyTorch TensorFlow

TitanFuzz 123k 34k 10,012 4,427
Centaur 48,320k 56,248k 10,080 4,562

Δ ↑ 48,197k ↑ 56,214k ↑ 68 ↑ 135
ACETest 2,092k 10,556k 9,969 4,414
Centaur 34,822k 14,061k 10,129 4,404

Δ ↑ 32,730k ↑ 3,505k ↑ 160 ↓ 10
Pathfinder 5,658k 105k 3,090 1,905
Centaur 65,479k 13,367k 10,183 4,420

Δ ↑ 59,820k ↑ 13,262k ↑ 7,093 ↑ 2,515

(c) Numbers of valid inputs and coverage

Figure 7: Comparison of avg. validity ratios, total valid inputs, and avg. branch coverage (three minutes per API). For each pair of tools, we only consider the

common APIs they both support.

are correct (𝐼𝑆 ). Across PyTorch and TensorFlow, Centaur is accu-
rate and precise: it has a recall of 100% for 27 APIs and a precision
of 100% for 22 APIs (†). Centaur covers 31 (88.6%) and 32 (100.0%)
of the ground truth constraints. For the four missed constraints, we
find that Centaur either removes the constraints as they do not af-
fect validity ratio, or is unable to generate the rule due to the string
literals not supported in the grammar. Overall, we find that 98.8%
(Pytorch) and 89.8% (TensorFlow) of the generated constraints
are correct, demonstrating that Centaur can generate high quality
constraints for DL APIs. Further, we observe that Centaur’s model
generation is efficient: they require only few seconds to generate
models for each API (columns𝑀𝐺 and𝑀𝑆 ).

5.2 Comparison with SoTA DL Library Fuzzers

5.2.1 Answering RQ2.1: How does Centaur compare with the SoTA

in terms of validity ratio? Figures 7a and 7b show avg. validity ratios
for Centaur and the baselines considering all common supported
APIs. The validity ratio is calculated as the ratio of valid inputs
to the total number of inputs generated by each tool. The results
show that Centaur achieves a significantly higher validity ratio
compared to SoTA tools across both libraries. For example, Centaur
achieves a validity ratio of 97.87% for Pytorch, while TitanFuzz
only achieves 43.21%. The closest any approach gets to Centaur’s
validity ratio is Pathfinder’s 64.16% for Pytorch and ACETest’s

57.85% for TensorFlow. It is no surprise that both techniques are
constraint-based and they do much better than TitanFuzz. This
result further demonstrates the quality of Centaur’s constraints
compared to ACETest and Pathfinder.

In addition to the overall validity ratio, we also analyze the sta-
tistical significance of the differences between the validity ratio
distributions of Centaur and each baseline. We use the same stan-
dard statistical tests as in the coverage comparison (§ 5.2.2). The
p-values we obtain reject the null hypothesis that the distributions
have no significant statistical difference. The p-values are 4.12e-153,
4.91e-37, and 2.24e-96 for TitanFuzz, ACETest, and Pathfinder
on Pytorch, respectively. For TensorFlow, the p-values are 0,
2.02e-06, and 7.22e-07 for TitanFuzz, ACETest, and Pathfinder,
respectively. We also calculate the Cohen’s d values to measure the
effect size between the distributions. The effect sizes are very large
for all comparisons in Pytorch, and large to medium in Tensor-
Flow. Cohen’s d values of 3.90, 1.81, and 2.43 for Pytorch, and
5.11, 0.53, and 0.55 for TensorFlow, for TitanFuzz, ACETest, and
Pathfinder, respectively.

The second and third columns in Figure 7c show the numbers of
valid inputs generated across all APIs. Centaur generates signifi-
cantly more valid inputs than the baselines for both libraries. For
example, Centaur generates 65,479k and 56,248k inputs, whereas the
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Table 3: Summary of reported bugs.

Library Submitted Confirmed Rejected Duplicates Pending Fixed

Pytorch 13 8 3 2 2 1
TensorFlow 13 10 1 0 2 0

Σ 26 18 4 2 4 1

Table 4: Categorization of the reported bugs.

Category Bugs in Pytorch Bugs in TensorFlow Σ

Crash 1 6 7
Inconsistent 9 6 15
Overflow 2 1 3
NaN 1 0 1
Σ 13 13 26

1 import torch as pt
2 input = pt.ones(1, 2, 3, 4)
3 output = pt.native_channel_shuffle(input , groups =3)
4 # Floating point exception (core dumped)

Listing 1: Bug in Pytorch [34].

baselines generate 5,658k and 34k inputs for PyTorch and Tensor-
Flow, respectively. TitanFuzz makes an LLM request for every input
generation, and the path conditions for ACETest and Pathfinder
enable only one abstract input. In contrast, Centaur’s constraints
are based on API parameters, which enable the generation of mul-
tiple abstract inputs. In summary, Centaur’s constraints are not
only accurate—achieving high validity ratios—but also efficient in
enabling input generation.

5.2.2 Answering RQ2.2: How does Centaur compare with the SoTA

in terms of coverage? We collect branch coverage for each SoTA
per API and compare corresponding distributions. Table 1 contains
information on the number of APIs on which we ran this evalua-
tion on Centaur and the number of APIs that intersect with each
comparison baseline. The last two columns in Figure 7c present
the average number of branches covered by each technique across
all APIs using a time budget of 180 seconds. Comparing Centaur
with Pathfinder, the differences between the distributions are
statistically significant with p-values 0 and 6e-128 for Pytorch
and TensorFlow respectively. The effect size is very large, with
Cohen’s 𝑑 values of 17.05 and 4.76 for Pytorch and TensorFlow.
Pathfinder only focuses on a limited component of the backend,
which prevents it from covering branches in other parts of the
DL libraries that Centaur can explore. However, for ACETest
and TitanFuzz, we do not observe statistical significance between
the distributions. The coverage distribution from Centaur have a
small effect size when compared to TitanFuzz (0.14 and TitanFuzz
0.16 for Pytorch and TensorFlow), but no measurable differences
when compared to ACETest. On average, Centaur demonstrates
a slight advantage over ACETest and TitanFuzz, covering 150
and 203 more branches on average per API than ACETest and
TitanFuzz, respectively.

5.3 RQ3: Detecting New Bugs in DL Libraries

Table 3 summarizes bugs we report in Pytorch and TensorFlow.
So far, we found 26 bugs in total, of which 18 were confirmed. We
relied on crash and differential oracles (i.e., the output difference
between CPU and GPU) to find bugs. Results demonstrate the
effectiveness of Centaur in finding bugs in DL libraries.

1 import torch as pt, tensorflow as tf
2 a = tf.random.uniform ((1,1,3,1), 0, 1, tf.float32)
3 depth_radius , alpha , beta = 5, 10, -1
4 pt_cpu = pt.nn.functional.local_response_norm(
5 pt.tensor(a.numpy()), depth_radius , alpha , beta)
6 # tensor ([[[[2.7409] ,[0.6304] ,[0.7823]]]])
7 pt_gpu = pt.nn.functional.local_response_norm(
8 pt.tensor(a.numpy()).cuda(), depth_radius ,
9 alpha , beta)
10 # tensor ([[[[2.7409] ,[0.6304] ,[0.7823]]]])
11 with tf.device('/cpu:0'):
12 tf_cpu = tf.nn.local_response_normalization(
13 a, depth_radius , alpha , beta)
14 # tf.Tensor ([[[[9.8576] ,[1.3555] ,[1.8605]]]])
15 with tf.device('/gpu:0'):
16 tf_gpu = tf.nn.local_response_normalization(
17 a, depth_radius , alpha , beta)
18 # InvalidArgumentError: {{ function_node ...
19 # cuDNN requires beta >= 0.01, got: -1 [Op:LRN]

Listing 2: Example of a deep bug in TensorFlow [44].

Centaur was successful in finding deep bugs in Pytorch and
TensorFlow. The issue #158154 [34] shows one of such cases in the
API torch.native_channel_shuffle (Listing 1). The bug is caused
by passing a value to the groups parameter that is greater than the
size of the second dimension of the input tensor. The input appears
valid according to the API documentation. Execution of the test
causes a crash causes by a floating point exception. Our artifact [28]
includes the entire list of bugs we reported.

Issue #97105 [44] (Listing 2) shows another example. The issue
demonstrates a discrepancy where a negative beta value passed on
CPU but triggered a cuDNN-related [5] InvalidArgumentError on
TensorFlowGPU. Since Pytorch also uses the cuDNNbackend yet
yielded consistent, error-free results across devices, we concluded
the fault lies in TensorFlow’s implementation rather than the
underlying library and reported the bug.

We note that some bug reports that developers rejected are not
false positives. One such example is issue #158208 [35] in Pytorch.
We report a difference of 1.0737𝑒 + 09 between the CPU and GPU
outputs. The developers rejected the bug report citing expected
behavior due to floating point arithmetic differences between nu-
merical libraries like LAPACK [2] and cuSOLVER [31].

Table 4 shows the categories of the bugs we report with Cen-
taur. We find 7 bugs in Pytorch and TensorFlow that caused the
program to crash by raising a signal (e.g. Floating Point Exception,
Aborted etc.). These bugs are generally more critical since they
can crash existing AI-based applications without any meaningful
logs to help developers debug. We also find a bug that triggers NaN
values in the output of the API. This is the only bug that was fixed
by the developers at the time of writing. We also found 3 overflow
bugs. These cases are typically considered less critical and can be
handled by revising input validation checkers in code.

6 Discussion

Generalizability. To evaluate Centaur’s generalizability across
different LLMs, we choose four additional popular LLMs from differ-
ent families: two closed source models (GPT-5 and Claude Sonnet
4.5) and two open source models (Gemma 3 27B and Qwen3-Coder-
30B). We randomly sample 100 APIs from Pytorch and 100 APIs
from TensorFlow and apply Centaur with each LLM to keep the
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Figure 8: Coverage trend over 10 minutes for Centaur vs SoTA tools

Table 5: Performance of Centaur using different LLMs.

Library Model # APIs Coverage Validity Ratio

PyTorch

GPT-5 79 (88) 9928.40 (9910.34) 96.39% (95.62%)

Claude Sonnet 4.5 68 (88) 9946.51 (9922.33) 96.58% (96.62%)

Gemma 3 27B 70 (88) 9968.88 (10001.22) 96.70% (96.72%)

Qwen3-Coder-30B 39 (88) 9950.06 (9965.36) 96.97% (96.97%)

TensorFlow

GPT-5 54 (93) 4600.85 (4509.09) 93.64% (92.94%)

Claude Sonnet 4.5 43 (93) 4410.81 (4548.11) 99.93% (95.39%)

Gemma 3 27B 72 (93) 4339.52 (4411.10) 92.52% (94.20%)

Qwen3-Coder-30B 33 (93) 4496.65 (4482.26) 96.82% (96.79%)

Table 6: Results of ablation study.

Library Ablation # APIs Coverage Validity Ratio

PyTorch

w/o DocErr 74/100 9,947.65 94.57%
w/o Feedback 77/100 9,954.31 94.79%
w/o ExRules 81/100 9,978.32 97.50%
w/o All 82/100 9,948.33 95.18%
Centaur 88/100 9,983.99 96.48%

TensorFlow

w/o DocErr 43/100 4,379.47 92.21%
w/o Feedback 55/100 4,298.61 95.40%
w/o ExRules 45/100 4,510.29 97.76%
w/o All 48/100 4,341.12 89.93%
Centaur 93/100 4,462.66 94.24%

experiment cost-effective. Table 5 shows the number of APIs suc-
cessfully executed, avg. branch coverage, and avg. validity ratio. For
comparison, numbers in parentheses show results for the default
LLM, Gemini 2.0 Flash. Results show that Gemini 2.0 Flash out-
performs other LLMs in terms of successful execution and that all
LLMs but Qwen3-Coder-30B perform well considering the metrics.
We find that while Centaur is compatible with multiple LLMs, the
choice of LLM has a moderate impact on effectiveness.
Ablation Study. To evaluate necessity of each component of Cen-
taur, we conduct an ablation study that systematically removes
one component and evaluates impact on performance. We select
three components of rule generation without which the technique
still produces results: (1) feedback to the LLM on semantic validity
of the rules (w/o Feedback), (2) supplemental information on con-
straints such as documentation, error messages (w/o DocErr), and
(3) example rules to include with the prompt for rule generation
(w/o ExRules). We also remove all three together to measure the
effect of a technique where rule generation is performed without
any assistance (w/o All). We randomly sample 100 APIs each from
Pytorch and TensorFlow to run the ablation configurations on
these apis. Table 6 shows that each of these components is essential
for Centaur considering the average reduction in measurements
of “# APIs” and “Coverage”.

Correctness of Rule Refinement. Centaur’s refinement based
on validity ratio may potentially discard true constraints. To check
its correctness, we select five widely used APIs: torch.argmax,
torch.nn.functional.alpha_dropout, torch.nn.ReLU, tf.math.sigmoid,
and tf.image.transpose, and manually validate the discarded con-
straints. In total, Centaur generated 141 constraints for all five
APIs and then discarded 119 among them. Our manual analysis
confirms that all 119 are correctly excluded and fall into three cate-
gories: (1) duplicates, (2) default constraints provided by Centaur
(e.g., parameter types), and (3) incorrect constraints.
Time and Monetary Costs. Centaur uses LLM to generate API
signatures, valid inputs, and candidate rules. To compute the time
and monetary costs of using LLM, we run Centaur’s default model
(Gemini 2.0 Flash) for the 100 APIs used in ablation. For signature
and input generation, Centaur takes 64.28 and 79.25 seconds, and
uses 94k and 61k tokens on average per API for Pytorch and
TensorFlow, respectively. This costs an average of $0.013 and
$0.009 per API for Pytorch and TensorFlow. Similarly, for rule
generation, time limit is configurable. We use one minute per API,
and Centaur generates 93.37 rules on average during the time limit
(§ 3.1.2). Centaur uses 2,872.5k and 2,234.1k tokens on average per
API, which costs an average of $0.30 and $0.23 per API for Pytorch
and TensorFlow, respectively. The results show that both time
and monetary costs of using LLM are nominal. More importantly,
the generation is a one-time offline process, and the LLM’s outputs
can be reused later for fuzzing.
Selection of time budget for fuzzing.We chose 180s as our time
budget to balance the cost of running a total of 1,034 APIs across
all baselines. Centaur can generate tens of millions of inputs in
180 seconds, allowing it to achieve high coverage in a short period.
In contrast, in the same time frame, the other approaches generate
100x or 1000x fewer (and less diverse) inputs, and hence achieve
lower coverage. For further validation, we calculated the cumula-
tive coverage achieved by Centaur vs SoTA tools over a longer
time budget of 10 minutes. Figure 8 shows the coverage trend with
a snapshot taken every minute. The results show that Centaur
outperforms all SoTA tools over both Pytorch and TensorFlow
on completion except TitanFuzz on TensorFlow. On manual anal-
ysis, we found that TitanFuzz implicitly knows about hardware
optimized kernel-specific memory format propagation rules for
certain APIs in TensorFlow due to its usage of LLMs. For example,
in oneDNN [23], if dtype = int8; then the "channel" dimension of
a NCHW formatted tensor is expected to be aligned to 16 bytes [20].
Such optimization-specific rules are not captured by Centaur’s
inferred input invariants, leading to lower coverage.

7 Threats to Validity

External Validity. The generality of Centaur is limited by our se-
lection of APIs, the expressiveness of our grammar, and the sample
size used in the qualitative study. Considering API selection, we
chose APIs from Pytorch and TensorFlow based on their popu-
larity and usage in prior work [9, 22, 39]. It is also worth noting that
our tool is extensible; by running the offline phases of Centaur
with scripts provided in our replication package [28], users can
easily apply Centaur to other APIs in these libraries. Considering
our grammar, there may be rules that it cannot express, e.g., when
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a constraint is conditioned on an optional argument. One exam-
ple is: “if an argument for the axis parameter is given, the value
must be a valid dimension of the input tensor” concerning the API
tf.reduce_sum. We designed our grammar to express a variety of
constructs and cover invariants of a large number of APIs. Also,
our grammar is based on the Lark format [12] and can be easily ex-
tended. Considering the qualitative analysis of learned constraints,
the small sample size of APIs and potential errors may have im-
pacted precision and recall. To mitigate this threat, we carefully
selected the APIs to cover different functionalities (e.g., nn, math,
linalg, and experimental modules) and only considered the APIs
with clear error messages to facilitate ground truth definition.
Internal Validity. Centaur’s oracles may report false positive
bugs. So, we conduct rigorous manual validation for every reported
bug and create minimized test cases to reproduce bugs. Using a
small set of inputs can cause wrong candidate rules less effectively
pruned. To mitigate this, we first obtain a small number of inputs
using an LLM and apply nine types of carefully-designed mutations
to enrich the set. In the end, we use 117 valid inputs on average per
API. Lastly, the LLM’s randomness may lead to different results for
different runs. However, we believe that its impact is minimized
because Centaur (1) uses an iterative approach to generate rules,
and (2) applies the approach across all APIs of both libraries. Also,
during implementation, we ran the rule generation multiple times
and did not observe significant differences in quality.

8 Related Work

Model-level Testing of Deep Learning Libraries. CRADLE [33]
was one of the first approaches for testing DL libraries using dif-
ferential testing by comparing outputs from different execution
backends (e.g., CPU vs. GPU) within the same library. More re-
cently, Li et al. [24] used Large LanguageModels (LLMs) to translate
APIs, enabling differential testing between different DL libraries.
Similarly, many other approaches have been proposed to test DL li-
braries using differential testing at themodel level [16, 17, 25, 26, 45].
Model-level testing is more limited because the number of APIs
that can construct a model by being used together is a small subset
of all APIs available in the DL libraries. Thus, Centaur focuses on
API-Level testing to cover a larger set of APIs.
API-level Testing of Deep Learning Libraries. API-level test-
ing [6, 9, 11, 46] is another complementary approach to model-level
testing. It works by generating inputs only for the given API and
checking correctness of the outputs via differential testing and
checking for crashes or exceptions. Because API-level specifications
are incomplete, these tools employ various techniques to generate
valid inputs. FreeFuzz [46] addresses this by mining open-source
projects to infer API argument types and create valid inputs for mu-
tation. DocTer [47] complements this by extracting API constraints
(e.g., types, tensor shapes) directly from technical documentation.
To improve testing efficiency, DeepREL [11] identifies APIs with
similar behaviors to share test inputs across them, increasing cov-
erage. More recent approaches leverage LLMs. In contrast to these
approaches, IvySyn [6] leverages this with a type-aware, black-box
mutator and can map low-level C++ crashes back to high-level
Python API calls. Unlike Centaur these approaches do not rely on
concrete specifications and are hence prone to generating many

invalid inputs. While DocTer and DeepREL also use constraints,
they are much simpler and do not capture the relational constraints
between API parameters that Centaur can infer.

Pathfinder [22] is a gray-box fuzzer that uses program synthesis
to approximate path conditions, guiding input generation toward
new code paths. ACETest [39] extracts precise API input constraints
by analyzing the library’s internal validation code, tracing back-
ward from error-handling functions. It then uses an SMT solver to
generate valid inputs that satisfy these constraints. While Centaur
also uses SMT solving, it does so by analyzing inputs and outputs;
it does not require analyzing code and path constraints, which can
be computationally expensive.
LLM-based Testing Approaches. Titanfuzz [9] uses LLMs to gen-
erate and mutate seed programs for fuzzing, while FuzzGPT [10]
generates test code from bug reports and existing code snippets.
Unlike these approaches, Centaur uses LLMs to generate API con-
straints instead of inputs for fuzzing, enabling us to develop a input
generator that generates valid and diverse inputs systematically.
Invariant Learning. Centaur is inspired by Daikon [13–15], a
dynamic detection technique to infer likely invariants. Daikon in-
fers invariants from a set of pre-defined patterns and by using a
fixed set of execution traces. In contrast, Centaur uses a domain-
specific grammar and validates candidate rules using dynamically
generated inputs. Conceptually, this enables learning more precise,
relevant, and complete constraints. Also, unlike Daikon, Centaur
refines the constraints. DySy [7] leverages dynamic symbolic execu-
tion and infers invariants based on path conditions. But, Centaur’s
invariants result in higher validity ratio than those based on path
conditions (Sec. 5.2.1). ISLearn [42] is another Daikon-style invari-
ant inference approach for system inputs. However, in constrast
to Centaur, ISLearn needs manual template definition and cannot
express complex constraints of DL library APIs. Lastly, none of the
approaches use LLMs – an essential source of implicit invariants.

9 Conclusion

We presented Centaur – the first neurosymbolic technique
that combines LLMs with SMT constraint solving to learn API
input constraints and generate valid test inputs. We showed that
Centaur generates high quality constraints for numerous PyTorch
and TensorFlow APIs and achieves higher coverage and validity
ratio compared to SoTA DL fuzzers. Finally, we showed that
Centaur can find new bugs in Pytorch and TensorFlow libraries.
We believe that such neurosymbolic techniques for constraint
learning are quite promising and general. Such approaches can
be further enhanced to find deeper and more diverse set of bugs
not only in DL libraries but also other domains when input
specifications are sparse. Our replication package is publicly
available at https://github.com/ncsu-swat/centaur.
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